**TestNG Listener**

Listener is defined as interface that **modifies the default TestNG's behavior**. As the name suggests Listeners "listen" to the event defined in the selenium script and behave accordingly. It is used in selenium by implementing Listeners Interface. It allows customizing TestNG reports or logs.

In TestNG, a listener is represented by the marker interface org.testng.ITestNGListener. TestNG provides you with many more interfaces that extend org.testng.ITestNGListener. Each interface defines one aspect of TestNG. In order to extend TestNG behavior one needs to implement the TestNG-provided listener interface and then integrate it with TestNG.

Below are some of the listeners that TestNG provides:

* IExecutionListener
* IAnnotationTransformer
* ISuiteListener
* **ITestListener**
* IConfigurationListener
* IMethodInterceptor
* IInvokedMethodListener
* IHookable
* IReporter

**IExecutionListener**

IExecutionListener is a listener that monitors the beginning and end of a TestNG run. It has two methods, onExecutionStart() and onExecutionFinish(). Method onExecutionStart() is called before the TestNG starts running the suites and onExecutionFinish() is called after TestNG is done running all the test suites.

Test Class <-> Class implementing IExecutionListener <-> testing.xml having listener class

Below is the LoginTest class having two test methods:

**package** TestNG;

**import** org.testng.annotations.AfterMethod;

**import** org.testng.annotations.BeforeMethod;

**import** org.testng.annotations.Test;

**public** **class** LoginTest {

@BeforeMethod

**public** **void** open\_browser\_and\_navigate() {

System.***out***.println("Inside before method");

// 1) Launch browser

// 2) Navigate URL

}

@AfterMethod

**public** **void** exit\_browser() {

// selenium code to cext browser

System.***out***.println("inside exit browser");

System.***out***.println();

}

@Test()

**public** **void** Test\_Login() {

System.***out***.println("Inside Logintest");

}

@Test()

**public** **void** call\_conference\_test() {

System.***out***.println("Inside call conference");

}

}

Below ExecutionListener1 class implements IExecutionListener interface

**package** TestNG;

**import** org.testng.IExecutionListener;

**public** **class** ExecutionListener1 **implements** IExecutionListener {

@Override

**public** **void** onExecutionStart() {

System.***out***.println("ExecutionListener1 class...onExecutionStart");

}

@Override

**public** **void** onExecutionFinish() {

System.***out***.println("ExecutionListener1 class...onExecutionFinish");

}

}

Below is testing.xml

<?xml version=*"1.0"* encoding=*"UTF-8"*?>

<!DOCTYPE suite SYSTEM "http://testng.org/testng-1.0.dtd">

<suite name=*"Suite1"* thread-count=*"5"*>

<listeners>

<listener class-name=*"TestNG.ExecutionListener1"*></listener>

</listeners>

<test name=*"Test1"*>

<classes>

<class name=*"TestNG.LoginTest"*></class>

</classes>

</test>

</suite>

IAnnotationTransformer

Annotations are static in nature by design, so any change in the values requires recompilation of source files. Since TestNG relies heavily on annotations, it would be nice if one can override its behavior at runtime. This is exactly what TestNG allows you to do using its annotation transformation framework.

IAnnotationTransformer is a TestNG listener which allows you to modify **TestNG (@Test) annotation** and configure it further.

TestAnnotationTransformerExample is the class having test method ‘Cat’

**package** TestNG;

**import** org.testng.annotations.Test;

**public** **class** TestAnnotationTransformerExample {

@Test(dataProviderClass=DataProviderFactory.**class**,dataProvider="dp1")

**public** **void** Cat(**int** id, String Name) {

System.***out***.println("Inside Cat method and id = " + id);

System.***out***.println("Inside Cat method and name = " + Name);

}

}

DataProviderFactory class has @DataProvider dp1, dp2 and dp3

**package** TestNG;

**import** org.testng.annotations.DataProvider;

**public** **class** DataProviderFactory {

@DataProvider()

**public** Object[][] dp1() {

Object o1[][] = **new** Object[3][2];

o1[0][0] = 1;

o1[0][1] = "Jigar";

o1[1][0] = 2;

o1[1][1] = "Mehta";

o1[2][0] = 3;

o1[2][1] = "Learning";

**return** o1;

}

@DataProvider

**public** Object[][] dp2() {

Object o1[][] = **new** Object[3][2];

o1[0][0] = 11;

o1[0][1] = "TestNG";

o1[1][0] = 12;

o1[1][1] = "is";

o1[2][0] = 13;

o1[2][1] = "easy";

**return** o1;

}

@DataProvider()

**public** Object[][] dp3() {

Object o1[][] = **new** Object[3][2];

o1[0][0] = 21;

o1[0][1] = "How's";

o1[1][0] = 22;

o1[1][1] = "Your";

o1[2][0] = 23;

o1[2][1] = "Day";

**return** o1;

}

}

When below testing.xml is run the output shows data from dp1

<?xml version=*"1.0"* encoding=*"UTF-8"*?>

<!DOCTYPE suite SYSTEM "http://testng.org/testng-1.0.dtd">

<suite name=*"Suite1"* thread-count=*"5"*>

<!-- <listeners>

<listener class-name="TestNG.TestAnnotationTransformerListener2"></listener>

</listeners> -->

<test name=*"Test1"*>

<classes>

<class name=*"TestNG.TestAnnotationTransformerExample"*></class>

</classes>

</test>

</suite>

Output:

[RemoteTestNG] detected TestNG version 6.14.2

Inside Cat method and id = 1

Inside Cat method and name = Jigar

Inside Cat method and id = 2

Inside Cat method and name = Mehta

Inside Cat method and id = 3

Inside Cat method and name = Learning

===============================================

Suite1

Total tests run: 3, Failures: 0, Skips: 0

===============================================
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Below two classes implements IAnnotationTransformer

**package** TestNG;

**import** java.lang.reflect.Constructor;

**import** java.lang.reflect.Method;

**import** org.testng.IAnnotationTransformer;

**import** org.testng.annotations.ITestAnnotation;

**public** **class** TestAnnotationTransformerListener1 **implements** IAnnotationTransformer {

@Override

**public** **void** transform(ITestAnnotation annotation, Class testClass, Constructor testConstructor, Method testMethod) {

**if** (testMethod.getName().equals("Cat")) {

System.***out***.println("Data provider for " + testMethod.getName());

System.***out***.println("Current DataProvider class = " + annotation.getDataProviderClass());

System.***out***.println("Current DataProvider = " + annotation.getDataProvider());

annotation.setDataProviderClass(DataProviderFactory.**class**);

annotation.setDataProvider("dp2");

}

}

}

**package** TestNG;

**import** java.lang.reflect.Constructor;

**import** java.lang.reflect.Method;

**import** org.testng.IAnnotationTransformer;

**import** org.testng.annotations.ITestAnnotation;

**public** **class** TestAnnotationTransformerListener2 **implements** IAnnotationTransformer {

@Override

**public** **void** transform(ITestAnnotation annotation, Class testClass, Constructor testConstructor, Method testMethod) {

**if** (testMethod.getName().equals("Cat")) {

System.***out***.println("Data provider for " + testMethod.getName());

System.***out***.println("Current DataProvider class = " + annotation.getDataProviderClass());

System.***out***.println("Current DataProvider = " + annotation.getDataProvider());

annotation.setDataProviderClass(DataProviderFactory.**class**);

annotation.setDataProvider("dp3");

}

}

}

Observer the change in TestNg.xml. <listeners> tag is added and Dataprovider class and Dataproviders for method ‘Cat’ in TestAnnotationTransformerExample class changed to dp2 using TestNg.xml.

Hence no code change or compilation is required

<?xml version=*"1.0"* encoding=*"UTF-8"*?>

<!DOCTYPE suite SYSTEM "http://testng.org/testng-1.0.dtd">

<suite name=*"Suite1"* thread-count=*"5"*>

<listeners>

<listener

class-name=*"TestNG.TestAnnotationTransformerListener1"*></listener>

</listeners>

<test name=*"Test1"*>

<classes>

<class name=*"TestNG.TestAnnotationTransformerExample"*></class>

</classes>

</test>

</suite>

Output:

[RemoteTestNG] detected TestNG version 6.14.2

Data provider for Cat

Current DataProvider class = class TestNG.DataProviderFactory

Current DataProvider = dp1

Inside Cat method and id = 11

Inside Cat method and name = TestNG

Inside Cat method and id = 12

Inside Cat method and name = is

Inside Cat method and id = 13

Inside Cat method and name = easy

===============================================

Suite1

Total tests run: 3, Failures: 0, Skips: 0

===============================================

<?xml version=*"1.0"* encoding=*"UTF-8"*?>

<!DOCTYPE suite SYSTEM "http://testng.org/testng-1.0.dtd">

<suite name=*"Suite1"* thread-count=*"5"*>

<listeners>

<listener

class-name=*"TestNG.TestAnnotationTransformerListener2"*></listener>

</listeners>

<test name=*"Test1"*>

<classes>

<class name=*"TestNG.TestAnnotationTransformerExample"*></class>

</classes>

</test>

</suite>

Output

[RemoteTestNG] detected TestNG version 6.14.2

Data provider for Cat

Current DataProvider class = class TestNG.DataProviderFactory

Current DataProvider = dp1

Inside Cat method and id = 21

Inside Cat method and name = How's

Inside Cat method and id = 22

Inside Cat method and name = Your

Inside Cat method and id = 23

Inside Cat method and name = Day

===============================================

Suite1

Total tests run: 3, Failures: 0, Skips: 0

===============================================

**IAnnotationTransformer**

**package** TestNG;

**import** java.lang.reflect.Constructor;

**import** java.lang.reflect.Method;

**import** java.util.ArrayList;

**import** org.testng.IAnnotationTransformer2;

**import** org.testng.annotations.IConfigurationAnnotation;

**import** org.testng.annotations.IDataProviderAnnotation;

**import** org.testng.annotations.IFactoryAnnotation;

**import** org.testng.annotations.ITestAnnotation;

**public** **class** IAnnotationTransformerListenerExample **implements** IAnnotationTransformer2 {

@Override

**public** **void** transform(ITestAnnotation annotation, Class testClass, Constructor testConstructor, Method testMethod) {

// **TODO** Auto-generated method stub

}

@Override

**public** **void** transform(IConfigurationAnnotation annotation, Class testClass, Constructor testConstructor,

Method testMethod) {

// **TODO** Auto-generated method stub

}

@Override

**public** **void** transform(IDataProviderAnnotation annotation, Method method) {

**if** (annotation.getName().equals("DataProvider1")) {

System.***out***.println("Class = " + annotation.getClass());

System.***out***.println("Name = " + annotation.getName());

System.***out***.println("Indices = " + annotation.getIndices());

System.***out***.println("Is parallel " + annotation.isParallel());

System.***out***.println();

ArrayList<Integer> L1 = **new** ArrayList<Integer>();

L1.add(Integer.*valueOf*(0));

L1.add(Integer.*valueOf*(1));

annotation.setIndices(L1);

// annotation.setName("DataProvider2"); // This is not working and giving error

annotation.setParallel(**false**);

System.***out***.println("After setting ");

System.***out***.println();

System.***out***.println("Class = " + annotation.getClass());

System.***out***.println("Name = " + annotation.getName());

System.***out***.println("Indices = " + annotation.getIndices());

System.***out***.println("Is parallel " + annotation.isParallel());

System.***out***.println();

}

}

@Override

**public** **void** transform(IFactoryAnnotation annotation, Method method) {

// **TODO** Auto-generated method stub

}

}

**package** TestNG;

**import** org.testng.annotations.DataProvider;

**public** **class** DataProviderFactory {

@DataProvider(name="DataProvider1",indices= {1,2},parallel=**true**)

**public** Object[][] dp1() {

Object o1[][] = **new** Object[3][2];

o1[0][0] = 1;

o1[0][1] = "Jigar";

o1[1][0] = 2;

o1[1][1] = "Mehta";

o1[2][0] = 3;

o1[2][1] = "Learning";

**return** o1;

}

@DataProvider(name="DataProvider2")

**public** Object[][] dp2() {

Object o1[][] = **new** Object[3][2];

o1[0][0] = 11;

o1[0][1] = "TestNG";

o1[1][0] = 12;

o1[1][1] = "is";

o1[2][0] = 13;

o1[2][1] = "easy";

**return** o1;

}

@DataProvider(name="DataProvider3")

**public** Object[][] dp3() {

Object o1[][] = **new** Object[3][2];

o1[0][0] = 21;

o1[0][1] = "How's";

o1[1][0] = 22;

o1[1][1] = "Your";

o1[2][0] = 23;

o1[2][1] = "Day";

**return** o1;

}

@DataProvider(name="get\_Constructor\_Parameter")

**public** Object[][] get\_Constructor\_Parameter() {

**return** **new** Object[][] {{"a"},{"b"},{"c"}};

}

}

<?xml version=*"1.0"* encoding=*"UTF-8"*?>

<!DOCTYPE suite SYSTEM "http://testng.org/testng-1.0.dtd">

<suite name=*"Suite1"* thread-count=*"5"*>

<listeners>

<listener class-name=*"TestNG.IAnnotationTransformerListenerExample"*></listener>

</listeners>

<test name=*"Test1"*>

<classes>

<class name=*"TestNG.LogoutTest"*>

<methods>

<include name=*"Test\_Logout1"*></include>

</methods>

</class>

</classes>

</test>

</suite>

Output:

[RemoteTestNG] detected TestNG version 6.14.2

Class = class org.testng.internal.annotations.DataProviderAnnotation

Name = DataProvider1

Indices = [1, 2]

Is parallel true

After setting

Class = class org.testng.internal.annotations.DataProviderAnnotation

Name = DataProvider1

Indices = [0, 1]

Is parallel false

id = 1

Password = Jigar

Inside Test\_Logout1

id = 2

Password = Mehta

Inside Test\_Logout1

===============================================

Suite1

Total tests run: 2, Failures: 0, Skips: 0

===============================================

![](data:image/png;base64,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)

**ISuiteListener**

We also have a listener for the suite called ISuiteListener. It has two methods, onStart and onFinish. Method onStart is invoked before TestNG starts running the suite and onFinish is invoked after TestNG has run the suite.

The listener is called for each suite, if the parent suite contains child suites then the child suites are first run before running the parent suite. This is done so that the results for parent suite can reflect the combined results of the child suites.

**Files used:** LogoutTest.java, ISuiteListener.java, testng2.xml, testng3.xml, testng4.xml

**package** TestNG;

**import** org.testng.annotations.AfterSuite;

**import** org.testng.annotations.BeforeSuite;

**import** org.testng.annotations.Test;

**public** **class** LogoutTest {

@BeforeSuite

**public** **void** before\_suite() {

System.***out***.println("I am in @BeforeSuite");

}

@AfterSuite

**public** **void** after\_suite() {

System.***out***.println("I am in @AfterSuite");

}

@Test(dataProvider = "DataProvider1", dataProviderClass = DataProviderFactory.**class**, suiteName = "hellosuite", testName = "Mishika", description = "description", priority = 3)

**public** **void** Test\_Logout1(**int** id, String password) {

System.***out***.println("id = " + id);

System.***out***.println("Password = " + password);

System.***out***.println("Inside Test\_Logout1");

}

@Test(dataProvider = "DataProvider1", dataProviderClass = DataProviderFactory.**class**)

**public** **void** Test\_Logout2(**int** id, String password) {

System.***out***.println("id = " + id);

System.***out***.println("Password = " + password);

System.***out***.println("Inside Test\_Logout2");

}

}

**package** TestNG;

**import** java.util.Collection;

**import** java.util.Iterator;

**import** java.util.List;

**import** java.util.Map;

**import** java.util.Set;

**import** org.testng.IInvokedMethod;

**import** org.testng.ISuite;

**import** org.testng.ISuiteListener;

**import** org.testng.ITestNGMethod;

**import** org.testng.xml.XmlSuite;

**import** org.testng.xml.XmlTest;

**public** **class** ISuiteListenerExample **implements** ISuiteListener {

@Override

**public** **void** onStart(ISuite suite) {

System.***out***.println("onStart ISuite");

// the total number of methods found in this suite.

// The presence of factories or data providers might cause the actual number of test methods run be bigger than this list.

List<ITestNGMethod> all\_methods = suite.getAllMethods();

**for** (**int** i = 0; i < all\_methods.size(); i++) {

System.***out***.println("Method name = " + all\_methods.get(i).getMethodName());

}

// prints the name of this suite.

System.***out***.println("Suite name = " + suite.getName());

// All the methods that were not included in this test run.

Collection<ITestNGMethod> excludedmethod\_list = suite.getExcludedMethods();

System.***out***.println("excludedmethod\_list size = " + excludedmethod\_list.size());

**for** (Iterator iterator = excludedmethod\_list.iterator(); iterator.hasNext();) {

ITestNGMethod iTestNGMethod = (ITestNGMethod) iterator.next();

System.***out***.println("Excluded method = " + iTestNGMethod.getMethodName());

}

suite.setAttribute("junit", "hello...");

Set<String> attributes\_name = suite.getAttributeNames(); // this only works when an attribute is set using

// setAttribute method

System.***out***.println("attributes\_name size = " + attributes\_name.size());

System.***out***.println("junit = " + suite.getAttribute("junit"));

Iterator<String> attributes\_name\_ite = attributes\_name.iterator();

**while** (attributes\_name\_ite.hasNext()) {

String string = (String) attributes\_name\_ite.next();

System.***out***.println("Attribute name = " + string);

}

// The representation of the current XML suite file.

XmlSuite xmlsuite = suite.getXmlSuite();

XmlSuite Parent\_suite = xmlsuite.getParentSuite();

System.***out***.println("Parent suite = " + Parent\_suite);

**try** {

**if** (Parent\_suite.getName().equals("Main-Suite")) {

List<XmlSuite> child\_suitefiles = Parent\_suite.getChildSuites();

System.***out***.println("child\_suitefiles.size() = " + child\_suitefiles.size());

**for** (**int** i = 0; i < child\_suitefiles.size(); i++) {

System.***out***.println("child\_Suitefiles = " + child\_suitefiles.get(i).toString());

}

}

} **catch** (Exception e) {

System.***out***.println("Exception ");

}

// Returns the tests.

List<XmlTest> tests = xmlsuite.getTests();

System.***out***.println("Tests size = " + tests.size());

**for** (**int** i = 0; i < tests.size(); i++) {

System.***out***.println("Test name = " + tests.get(i).getName());

System.***out***.println("Test expression = " + tests.get(i).getExpression());

System.***out***.println("Test index = " + tests.get(i).getIndex());

System.***out***.println("Test parameter Gender = " + tests.get(i).getParameter("Gender"));

System.***out***.println("Test parameter Status = " + tests.get(i).getParameter("Status"));

System.***out***.println("Test threadcount = " + tests.get(i).getThreadCount());

System.***out***.println("Test verbose = " + tests.get(i).getVerbose());

System.***out***.println("Test AllowReturValues = " + tests.get(i).getAllowReturnValues());

}

Map<String, String> xmlsuite\_map = xmlsuite.getAllParameters();

Set<String> keys = xmlsuite\_map.keySet();

System.***out***.println("Key length = " + keys.size());

System.***out***.println("Below are the keys: ");

**for** (Iterator iterator = keys.iterator(); iterator.hasNext();) {

String string = (String) iterator.next();

System.***out***.println("key = " + string);

}

// Fetch values for parameter mentioned in testng.xml

System.***out***.println("Status = " + xmlsuite\_map.getOrDefault("Status", "not present"));

System.***out***.println("Status1 = " + xmlsuite\_map.getOrDefault("Status1", "not present"));

System.***out***.println("Course = " + xmlsuite\_map.getOrDefault("Course", "not present"));

System.***out***.println();

}

@Override

**public** **void** onFinish(ISuite suite) {

System.***out***.println("onFinish ISuite");

List<IInvokedMethod> all\_invoked\_methods = suite.getAllInvokedMethods();

System.***out***.println("All invoked methods size = " + all\_invoked\_methods.size());

**for** (**int** i = 0; i < all\_invoked\_methods.size(); i++) {

System.***out***.println("All methods = " + all\_invoked\_methods.get(i));

}

System.***out***.println();

}

}

testng2.xml

<?xml version=*"1.0"* encoding=*"UTF-8"*?>

<!DOCTYPE suite SYSTEM "http://testng.org/testng-1.0.dtd">

<suite name=*"Main-Suite"* thread-count=*"5"* parallel=*"none"* verbose=*"2"*>

<listeners>

<listener class-name=*"TestNG.ISuiteListenerExample"*>

</listener>

</listeners>

<parameter name=*"Status"* value=*"Maintestng"*></parameter>

<suite-files>

<suite-file path=*"testng3.xml"*></suite-file>

<suite-file path=*"testng4.xml"*></suite-file>

</suite-files>

</suite>

testng3.xml

<?xml version=*"1.0"* encoding=*"UTF-8"*?>

<!DOCTYPE suite SYSTEM "http://testng.org/testng-1.0.dtd">

<suite name=*"Suite3"* parallel=*"true"* junit=*"false"*>

<test name=*"Test1"* enabled=*"true"* junit=*"false"* verbose=*"4"*>

<parameter name=*"Gender"* value=*"Male"*></parameter>

<parameter name=*"Age"* value=*"30"*></parameter>

<parameter name=*"Status"* value=*"30"*></parameter>

<classes>

<class name=*"TestNG.LogoutTest"*>

<methods>

<include name=*"Test\_Logout1"*></include>

</methods>

</class>

</classes>

</test>

</suite> <!-- Suite -->

testng4.xml

<?xml version=*"1.0"* encoding=*"UTF-8"*?>

<!DOCTYPE suite SYSTEM "http://testng.org/testng-1.0.dtd">

<suite name=*"Suite4"* verbose=*"1"*>

<test name=*"Test2"* enabled=*"true"* junit=*"false"* verbose=*"4"*>

<parameter name=*"Gender"* value=*"Female"*></parameter>

<parameter name=*"Age"* value=*"300"*></parameter>

<parameter name=*"Status"* value=*"300"*></parameter>

<classes>

<class name=*"TestNG.LogoutTest"*>

<methods>

<include name=*"Test\_Logout2"*></include>

</methods>

</class>

</classes>

</test>

</suite>

Output:

[RemoteTestNG] detected TestNG version 6.14.2

[TestNG] [WARN] Ignoring duplicate listener : TestNG.ISuiteListenerExample

[TestNG] [WARN] Ignoring duplicate listener : TestNG.ISuiteListenerExample

...

... TestNG 6.14.2 by Cédric Beust (cedric@beust.com)

...

onStart ISuite

Method name = Test\_Logout1

Suite name = Suite3

excludedmethod\_list size = 1

Excluded method = Test\_Logout2

attributes\_name size = 1

junit = hello...

Attribute name = junit

Parent suite = [Suite: "Main-Suite" ]

child\_suitefiles.size() = 2

child\_Suitefiles = [Suite: "Suite3" org.testng.xml.XmlTest@58d1841 ]

child\_Suitefiles = [Suite: "Suite4" org.testng.xml.XmlTest@73f2e422 ]

Tests size = 1

Test name = Test1

Test expression = null

Test index = 0

Test parameter Gender = Male

Test parameter Status = 30

Test threadcount = 5

Test verbose = 4

Test AllowReturValues = false

Key length = 3

Below are the keys:

key = Status

key = Gender

key = Age

Status = 30

Status1 = not present

Course = not present

I am in @BeforeSuite

id = 2

Password = Mehta

Inside Test\_Logout1

id = 3

Password = Learning

Inside Test\_Logout1

===== Invoked methods

LogoutTest.before\_suite()[pri:0, instance:TestNG.LogoutTest@394df057] 961409111

LogoutTest.Test\_Logout1(int, java.lang.String)[pri:3, instance:TestNG.LogoutTest@394df057]2 Mehta 961409111

LogoutTest.Test\_Logout1(int, java.lang.String)[pri:3, instance:TestNG.LogoutTest@394df057]3 Learning 961409111

=====

PASSED: Test\_Logout1(2, "Mehta")

description

PASSED: Test\_Logout1(3, "Learning")

description

===============================================

Test1

Tests run: 2, Failures: 0, Skips: 0

===============================================

I am in @AfterSuite

onFinish ISuite

All invoked methods size = 4

All methods = LogoutTest.before\_suite()[pri:0, instance:TestNG.LogoutTest@394df057] 961409111

All methods = LogoutTest.Test\_Logout1(int, java.lang.String)[pri:3, instance:TestNG.LogoutTest@394df057]2 Mehta 961409111

All methods = LogoutTest.Test\_Logout1(int, java.lang.String)[pri:3, instance:TestNG.LogoutTest@394df057]3 Learning 961409111

All methods = LogoutTest.after\_suite()[pri:0, instance:TestNG.LogoutTest@394df057] 961409111

===============================================

Suite3

Total tests run: 2, Failures: 0, Skips: 0

===============================================

onStart ISuite

Method name = Test\_Logout2

Suite name = Suite4

excludedmethod\_list size = 1

Excluded method = Test\_Logout1

attributes\_name size = 1

junit = hello...

Attribute name = junit

Parent suite = [Suite: "Main-Suite" ]

child\_suitefiles.size() = 2

child\_Suitefiles = [Suite: "Suite3" org.testng.xml.XmlTest@58d1841 ]

child\_Suitefiles = [Suite: "Suite4" org.testng.xml.XmlTest@73f2e422 ]

Tests size = 1

Test name = Test2

Test expression = null

Test index = 0

Test parameter Gender = Female

Test parameter Status = 300

Test threadcount = 5

Test verbose = 4

Test AllowReturValues = false

Key length = 3

Below are the keys:

key = Status

key = Gender

key = Age

Status = 300

Status1 = not present

Course = not present

I am in @BeforeSuite

id = 2

Password = Mehta

Inside Test\_Logout2

id = 3

Password = Learning

Inside Test\_Logout2

===== Invoked methods

LogoutTest.before\_suite()[pri:0, instance:TestNG.LogoutTest@68e5eea7] 1759899303

LogoutTest.Test\_Logout2(int, java.lang.String)[pri:0, instance:TestNG.LogoutTest@68e5eea7]2 Mehta 1759899303

LogoutTest.Test\_Logout2(int, java.lang.String)[pri:0, instance:TestNG.LogoutTest@68e5eea7]3 Learning 1759899303

=====

PASSED: Test\_Logout2(2, "Mehta")

PASSED: Test\_Logout2(3, "Learning")

===============================================

Test2

Tests run: 2, Failures: 0, Skips: 0

===============================================

I am in @AfterSuite

onFinish ISuite

All invoked methods size = 4

All methods = LogoutTest.before\_suite()[pri:0, instance:TestNG.LogoutTest@68e5eea7] 1759899303

All methods = LogoutTest.Test\_Logout2(int, java.lang.String)[pri:0, instance:TestNG.LogoutTest@68e5eea7]2 Mehta 1759899303

All methods = LogoutTest.Test\_Logout2(int, java.lang.String)[pri:0, instance:TestNG.LogoutTest@68e5eea7]3 Learning 1759899303

All methods = LogoutTest.after\_suite()[pri:0, instance:TestNG.LogoutTest@68e5eea7] 1759899303

===============================================

Suite4

Total tests run: 2, Failures: 0, Skips: 0

===============================================

onStart ISuite

Suite name = Main-Suite

excludedmethod\_list size = 0

attributes\_name size = 1

junit = hello...

Attribute name = junit

Parent suite = null

Exception

Tests size = 0

Key length = 1

Below are the keys:

key = Status

Status = Maintestng

Status1 = not present

Course = not present

onFinish ISuite

All invoked methods size = 0

===============================================

Main-Suite

Total tests run: 4, Failures: 0, Skips: 0

===============================================

![](data:image/png;base64,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)

**ITestListener**

ITestListener is the listener for test running. You can either implement ITestListener or extend the TestNG provided implementation TestListenerAdapter as it has many convenient methods and we don’t have to re-invent the wheel.

ITestListener has methods on following events:

* onStart is invoked after the test class is instantiated and before any configuration method is called
* onTestSuccess is invoked on success of a test
* onTestFailure is invoked on failure of a test
* onTestSkipped is invoked whenever a test is skipped
* onTestFailedButWithinSuccessPercentage is invoked each time a method fails but is within the success percentage requested.
* onFinish is invoked after all the tests have run and all their Configuration methods have been called.

Classes used: LoginTest.java, ITestListenerExample.java, testng1.xml

**package** TestNG;

**import** org.testng.Assert;

**import** org.testng.annotations.Test;

**public** **class** LoginTest {

@Test()

**public** **void** LoginTest1() {

System.***out***.println("Inside Logintest1");

}

@Test

**public** **void** LoginTest2() {

System.***out***.println("Inside Logintest2");

Assert.*assertEquals*("X", "Y");

}

@Test(dependsOnMethods = { "LoginTest2" })

**public** **void** LoginTest3() {

System.***out***.println("Inside Logintest3");

}

**private** **int** i = 0;

@Test(invocationCount = 2, successPercentage = 50)

**public** **void** LoginTest4() {

System.***out***.println("Inside Logintest4");

System.***out***.println("i = " + i);

i++;

**if** (i == 2) {

Assert.*assertEquals*(i, 10);

}

}

}

**package** TestNG;

**import** org.testng.ITestContext;

**import** org.testng.ITestListener;

**import** org.testng.ITestResult;

**public** **class** ITestListenerExample **implements** ITestListener {

@Override

**public** **void** onTestStart(ITestResult result) {

System.***out***.println("Method name = " + result.getName() + " onTestStart");

}

@Override

**public** **void** onTestSuccess(ITestResult result) {

System.***out***.println("Method name = " + result.getName() + " onTestSuccess");

}

@Override

**public** **void** onTestFailure(ITestResult result) {

System.***out***.println("Method name = " + result.getName() + " onTestFailure");

}

@Override

**public** **void** onTestSkipped(ITestResult result) {

System.***out***.println("Method name = " + result.getName() + " onTestSkipped");

}

@Override

**public** **void** onTestFailedButWithinSuccessPercentage(ITestResult result) {

System.***out***.println("Method name = " + result.getName() + " onTestFailedButWithinSuccessPercentage");

}

@Override

**public** **void** onStart(ITestContext context) {

System.***out***.println("Context name = " + context.getName() + " onStart");

}

@Override

**public** **void** onFinish(ITestContext context) {

System.***out***.println("Context name = " + context.getName() + " onFinish");

}

}

Testnt1.xml

<?xml version=*"1.0"* encoding=*"UTF-8"*?>

<!DOCTYPE suite SYSTEM "http://testng.org/testng-1.0.dtd">

<suite name=*"Suite1"* parallel=*"methods"*>

<listeners>

<listener class-name=*"TestNG.ITestListenerExample"*></listener>

</listeners>

<test name=*"Test\_12"*>

<classes>

<class name=*"TestNG.LoginTest"*>

<methods>

<include name=*"LoginTest1"*></include>

</methods>

</class>

</classes>

</test>

<test name=*"Test\_13"*>

<classes>

<class name=*"TestNG.LoginTest"*>

<methods>

<include name=*"LoginTest2"*></include>

<include name=*"LoginTest3"*></include>

<include name=*"LoginTest4"*></include>

</methods>

</class>

</classes>

</test>

</suite>

**IConfigurationListener**

IIConfigurationListener is the listener interface for events related to configuration methods e.g. @BeforSuite, @AfterSuite etc

LoginTest.java, IConfigurationListener2Example.java, testing.xml

**Explanation:**

Failed @Before Suite hence all the remaining methods fails. onConfigurationFailure and onConfigurationSkip methods are invoked.

**package** TestNG;

**import** org.testng.Assert;

**import** org.testng.annotations.BeforeMethod;

**import** org.testng.annotations.BeforeSuite;

**import** org.testng.annotations.Test;

**public** **class** LoginTest {

@BeforeSuite()

**public** **void** beforesuite() {

System.***out***.println("Beforesuite method");

Assert.*assertEquals*("X", "Y");

}

@BeforeMethod

**public** **void** beforMethod() {

}

@Test()

**public** **void** LoginTest1() {

System.***out***.println("Inside Logintest1");

}

@Test

**public** **void** LoginTest2() {

System.***out***.println("Inside Logintest2");

Assert.*assertEquals*("X", "Y");

}

@Test(dependsOnMethods = { "LoginTest2" })

**public** **void** LoginTest3() {

System.***out***.println("Inside Logintest3");

}

**private** **int** i = 0;

@Test(invocationCount = 2, successPercentage = 50)

**public** **void** LoginTest4() {

System.***out***.println("Inside Logintest4");

System.***out***.println("i = " + i);

i++;

**if** (i == 2) {

Assert.*assertEquals*(i, 10);

}

}

}

**package** TestNG;

**import** org.testng.IConfigurationListener2;

**import** org.testng.ITestResult;

**public** **class** IConfigurationListener2Example **implements** IConfigurationListener2{

@Override

**public** **void** onConfigurationSuccess(ITestResult itr) {

System.***out***.println("inside onConfigurationSuccess");

}

@Override

**public** **void** onConfigurationFailure(ITestResult itr) {

System.***out***.println("inside onConfigurationFailure");

}

@Override

**public** **void** onConfigurationSkip(ITestResult itr) {

System.***out***.println("inside onConfigurationSkip");

}

@Override

**public** **void** beforeConfiguration(ITestResult tr) {

System.***out***.println("inside beforeConfiguration");

}

}

<?xml version=*"1.0"* encoding=*"UTF-8"*?>

<!DOCTYPE suite SYSTEM "http://testng.org/testng-1.0.dtd">

<suite name=*"Suite1"* parallel=*"methods"*>

<listeners>

<listener class-name=*"TestNG.IConfigurationListener2Example"*></listener>

</listeners>

<test name=*"Test\_12"*>

<classes>

<class name=*"TestNG.LoginTest"*>

<methods>

<include name=*"LoginTest1"*></include>

</methods>

</class>

</classes>

</test>

<test name=*"Test\_13"*>

<classes>

<class name=*"TestNG.LoginTest"*>

<methods>

<include name=*"LoginTest2"*></include>

<include name=*"LoginTest3"*></include>

<include name=*"LoginTest4"*></include>

</methods>

</class>

</classes>

</test>

</suite>

**Output:**

[RemoteTestNG] detected TestNG version 6.14.2

inside beforeConfiguration

Beforesuite method

inside onConfigurationFailure

inside onConfigurationSkip

inside onConfigurationSkip

inside onConfigurationSkip

inside onConfigurationSkip

===============================================

Suite1

Total tests run: 5, Failures: 0, Skips: 5

Configuration Failures: 1, Skips: 4

===============================================
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Example of when all one test case fails and all other passes

LoginTest.java, IConfigurationListener2Example.java, testing.xml

**package** TestNG;

**import** org.testng.Assert;

**import** org.testng.annotations.BeforeMethod;

**import** org.testng.annotations.BeforeSuite;

**import** org.testng.annotations.Test;

**public** **class** LoginTest {

@BeforeSuite()

**public** **void** beforesuite() {

System.***out***.println("Beforesuite method");

Assert.*assertEquals*("X", "X");

}

@BeforeMethod

**public** **void** beforMethod() {

}

@Test()

**public** **void** LoginTest1() {

System.***out***.println("Inside Logintest1");

}

@Test

**public** **void** LoginTest2() {

System.***out***.println("Inside Logintest2");

Assert.*assertEquals*("X", "Y");

}

@Test(dependsOnMethods = { "LoginTest2" })

**public** **void** LoginTest3() {

System.***out***.println("Inside Logintest3");

}

**private** **int** i = 0;

@Test(invocationCount = 2, successPercentage = 50)

**public** **void** LoginTest4() {

System.***out***.println("Inside Logintest4");

System.***out***.println("i = " + i);

i++;

**if** (i == 2) {

Assert.*assertEquals*(i, 10);

}

}

}

**package** TestNG;

**import** org.testng.IConfigurationListener2;

**import** org.testng.ITestResult;

**public** **class** IConfigurationListener2Example **implements** IConfigurationListener2{

@Override

**public** **void** onConfigurationSuccess(ITestResult itr) {

System.***out***.println("inside onConfigurationSuccess = " + itr.getName());

}

@Override

**public** **void** onConfigurationFailure(ITestResult itr) {

System.***out***.println("inside onConfigurationFailure" + itr.getName());

}

@Override

**public** **void** onConfigurationSkip(ITestResult itr) {

System.***out***.println("inside onConfigurationSkip" + itr.getName());

}

@Override

**public** **void** beforeConfiguration(ITestResult tr) {

System.***out***.println("inside beforeConfiguration" + tr.getName());

}

}

<?xml version=*"1.0"* encoding=*"UTF-8"*?>

<!DOCTYPE suite SYSTEM "http://testng.org/testng-1.0.dtd">

<suite name=*"Suite1"* parallel=*"methods"*>

<listeners>

<listener class-name=*"TestNG.IConfigurationListener2Example"*></listener>

</listeners>

<test name=*"Test\_12"*>

<classes>

<class name=*"TestNG.LoginTest"*>

<methods>

<include name=*"LoginTest1"*></include>

</methods>

</class>

</classes>

</test>

<test name=*"Test\_13"*>

<classes>

<class name=*"TestNG.LoginTest"*>

<methods>

<include name=*"LoginTest2"*></include>

<include name=*"LoginTest3"*></include>

<include name=*"LoginTest4"*></include>

</methods>

</class>

</classes>

</test>

</suite>

Output:

[RemoteTestNG] detected TestNG version 6.14.2

inside beforeConfigurationbeforesuite

Beforesuite method

inside onConfigurationSuccess = beforesuite

inside beforeConfigurationbeforMethod

inside onConfigurationSuccess = beforMethod

Inside Logintest1

inside beforeConfigurationbeforMethod

inside onConfigurationSuccess = beforMethod

inside beforeConfigurationbeforMethod

inside onConfigurationSuccess = beforMethod

Inside Logintest2

Inside Logintest4

i = 0

inside beforeConfigurationbeforMethod

inside onConfigurationSuccess = beforMethod

Inside Logintest4

i = 1

===============================================

Suite1

Total tests run: 5, Failures: 2, Skips: 1

===============================================
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**IMethodInterceptor**

This class is used to alter the list of test methods that TestNG is about to run.

An instance of this class will be invoked right before TestNG starts invoking test methods. Only methods that have no dependents and that don't depend on any other test methods will be passed in parameter. Implementers of this interface need to return a list of IMethodInstance that represents the list of test methods they want run. TestNG will run these methods in the same order found in the returned value.

Typically, the returned list will be just the methods passed in parameter but sorted differently, but it can actually have any size (it can be empty, it can be of the same size as the original list or it can contain more methods).

**package** TestNG;

**import** org.testng.Assert;

**import** org.testng.annotations.BeforeMethod;

**import** org.testng.annotations.BeforeSuite;

**import** org.testng.annotations.Test;

**public** **class** LoginTest {

@BeforeSuite()

**public** **void** beforesuite() {

System.***out***.println("Beforesuite method");

Assert.*assertEquals*("X", "X");

}

@BeforeMethod

**public** **void** beforMethod() {

}

@Test(description = "Test for Login 1", groups = "{Login group},{Logout group}")

**public** **void** LoginTest1() {

System.***out***.println("Inside Logintest1");

}

@Test

**public** **void** LoginTest2() {

System.***out***.println("Inside Logintest2");

Assert.*assertEquals*("X", "Y");

}

@Test(dependsOnMethods = { "LoginTest2" })

**public** **void** LoginTest3() {

System.***out***.println("Inside Logintest3");

}

**private** **int** i = 0;

@Test(invocationCount = 2, successPercentage = 50)

**public** **void** LoginTest4() {

System.***out***.println("Inside Logintest4");

System.***out***.println("i = " + i);

i++;

**if** (i == 2) {

Assert.*assertEquals*(i, 10);

}

}

}

**package** TestNG;

**import** java.util.List;

**import** java.util.ListIterator;

**import** org.testng.IMethodInstance;

**import** org.testng.IMethodInterceptor;

**import** org.testng.ITestContext;

**public** **class** IMethodInterceptorExample **implements** IMethodInterceptor {

@Override

**public** List<IMethodInstance> intercept(List<IMethodInstance> methods, ITestContext context) {

System.***out***.println("Method size = " + methods.size());

ListIterator<IMethodInstance> list\_methods = methods.listIterator();

**while** (list\_methods.hasNext()) {

IMethodInstance iMethodInstance = (IMethodInstance) list\_methods.next();

System.***out***.println("Method name = " + iMethodInstance.getMethod().getMethodName());

String[] group\_names = iMethodInstance.getMethod().getGroups();

**for** (**int** i = 0; i < group\_names.length; i++) {

System.***out***.println("Group name = " + group\_names[i].toString());

}

System.***out***.println("Description name = " + iMethodInstance.getMethod().getDescription());

String[] dependent\_methods = iMethodInstance.getMethod().getMethodsDependedUpon();

**for** (**int** i = 0; i < dependent\_methods.length; i++) {

System.***out***.println("Dependent method name = " + dependent\_methods[i].toString());

}

System.***out***.println();

}

**return** methods;

}

}

<?xml version=*"1.0"* encoding=*"UTF-8"*?>

<!DOCTYPE suite SYSTEM "http://testng.org/testng-1.0.dtd">

<suite name=*"Suite1"* parallel=*"methods"*>

<listeners>

<listener class-name=*"TestNG.IMethodInterceptorExample"*></listener>

</listeners>

<test name=*"Test\_12"*>

<classes>

<class name=*"TestNG.LoginTest"*>

<methods>

<include name=*"LoginTest1"*></include>

</methods>

</class>

</classes>

</test>

<test name=*"Test\_13"*>

<classes>

<class name=*"TestNG.LoginTest"*>

<methods>

<include name=*"LoginTest2"*></include>

<include name=*"LoginTest3"*></include>

<include name=*"LoginTest4"*></include>

</methods>

</class>

</classes>

</test>

</suite>

Output:

[RemoteTestNG] detected TestNG version 6.14.2

Beforesuite method

Method size = 1

Method name = LoginTest1

Group name = {Login group},{Logout group}

Description name = Test for Login 1

Inside Logintest1

Method size = 3

Method name = LoginTest2

Description name = null

Method name = LoginTest3

Description name = null

Dependent method name = TestNG.LoginTest.LoginTest2

Method name = LoginTest4

Description name = null

Inside Logintest4

i = 0

Inside Logintest2

Inside Logintest4

i = 1

===============================================

Suite1

Total tests run: 5, Failures: 2, Skips: 1

===============================================
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In the below example we are using IMethodInterceptor and ISuiteListener

**package** TestNG;

**import** org.testng.Assert;

**import** org.testng.annotations.BeforeMethod;

**import** org.testng.annotations.BeforeSuite;

**import** org.testng.annotations.Test;

**public** **class** LoginTest {

@BeforeSuite()

**public** **void** beforesuite() {

System.***out***.println("Beforesuite method");

Assert.*assertEquals*("X", "X");

}

@BeforeMethod

**public** **void** beforMethod() {

}

@Test(description = "Test for Login 1", groups = "{Login group},{Logout group}")

**public** **void** LoginTest1() {

System.***out***.println("Inside Logintest1");

}

@Test

**public** **void** LoginTest2() {

System.***out***.println("Inside Logintest2");

Assert.*assertEquals*("X", "Y");

}

@Test()

**public** **void** LoginTest3() {

System.***out***.println("Inside Logintest3");

}

**private** **int** i = 0;

@Test(invocationCount = 2, successPercentage = 50)

**public** **void** LoginTest4() {

System.***out***.println("Inside Logintest4");

// System.out.println("i = " + i);

i++;

**if** (i == 2) {

Assert.*assertEquals*(i, 10);

}

}

}

**package** TestNG;

**import** java.util.Iterator;

**import** java.util.List;

**import** java.util.ListIterator;

**import** org.testng.IMethodInstance;

**import** org.testng.IMethodInterceptor;

**import** org.testng.ISuite;

**import** org.testng.ISuiteListener;

**import** org.testng.ITestContext;

**import** org.testng.xml.XmlSuite;

**import** org.testng.xml.XmlTest;

**public** **class** IMethodInterceptorExample **implements** IMethodInterceptor, ISuiteListener {

@Override

**public** List<IMethodInstance> intercept(List<IMethodInstance> methods, ITestContext context) {

System.***out***.println("Method size = " + methods.size());

ListIterator<IMethodInstance> list\_methods = methods.listIterator();

**while** (list\_methods.hasNext()) {

IMethodInstance iMethodInstance = (IMethodInstance) list\_methods.next();

System.***out***.println("Method name = " + iMethodInstance.getMethod().getMethodName());

System.***out***.println("XmlTest Name = " + iMethodInstance.getMethod().getXmlTest().getName());

System.***out***.println("iMethodInstance.getInstance() = " + iMethodInstance.getInstance());

String[] group\_names = iMethodInstance.getMethod().getGroups();

}

// methods.remove(0);

**for** (**int** i = 0; i < methods.size(); i++) {

System.***out***.println("methods.get(i) = " + methods.get(i));

**if** (methods.get(i).getMethod().getMethodName().equals("LoginTest2")) {

methods.remove(methods.get(i));

}

}

**return** methods;

}

@Override

**public** **void** onStart(ISuite suite) {

XmlSuite xml\_suite = suite.getXmlSuite();

System.***out***.println("inside onStart of ISuite");

List<XmlTest> all\_tests = xml\_suite.getTests();

**for** (**int** i = 0; i < all\_tests.size(); i++) {

System.***out***.println("all\_tests.get(i).getName() = " + all\_tests.get(i).getName());

}

System.***out***.println();

}

@Override

**public** **void** onFinish(ISuite suite) {

// **TODO** Auto-generated method stub

}

}

<?xml version=*"1.0"* encoding=*"UTF-8"*?>

<!DOCTYPE suite SYSTEM "http://testng.org/testng-1.0.dtd">

<suite name=*"Suite1"* parallel=*"methods"*>

<listeners>

<listener class-name=*"TestNG.IMethodInterceptorExample"*></listener>

</listeners>

<test name=*"Test\_12"*>

<classes>

<class name=*"TestNG.LoginTest"*>

<methods>

<include name=*"LoginTest1"*></include>

</methods>

</class>

</classes>

</test>

<test name=*"Test\_13"*>

<classes>

<class name=*"TestNG.LoginTest"*>

<methods>

<include name=*"LoginTest2"*></include>

<include name=*"LoginTest3"*></include>

<include name=*"LoginTest4"*></include>

</methods>

</class>

</classes>

</test>

</suite>

Output:

[RemoteTestNG] detected TestNG version 6.14.2

inside onStart of ISuite

all\_tests.get(i).getName() = Test\_12

all\_tests.get(i).getName() = Test\_13

Beforesuite method

Method size = 1

Method name = LoginTest1

XmlTest Name = Test\_12

iMethodInstance.getInstance() = TestNG.LoginTest@1e66f1f5

methods.get(i) = [MethodInstance method=LoginTest.LoginTest1()[pri:0, instance:TestNG.LoginTest@1e66f1f5] instance=TestNG.LoginTest@1e66f1f5]

Inside Logintest1

Method size = 3

Method name = LoginTest2

XmlTest Name = Test\_13

iMethodInstance.getInstance() = TestNG.LoginTest@5c90e579

Method name = LoginTest3

XmlTest Name = Test\_13

iMethodInstance.getInstance() = TestNG.LoginTest@5c90e579

Method name = LoginTest4

XmlTest Name = Test\_13

iMethodInstance.getInstance() = TestNG.LoginTest@5c90e579

methods.get(i) = [MethodInstance method=LoginTest.LoginTest2()[pri:0, instance:TestNG.LoginTest@5c90e579] instance=TestNG.LoginTest@5c90e579]

methods.get(i) = [MethodInstance method=LoginTest.LoginTest4()[pri:0, instance:TestNG.LoginTest@5c90e579] instance=TestNG.LoginTest@5c90e579]

Inside Logintest4

Inside Logintest3

Inside Logintest4

===============================================

Suite1

Total tests run: 4, Failures: 1, Skips: 0

===============================================
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**IInvokedMethodListener**

IInvokedMethodListener is listener that gets invoked before and after a method is invoked by TestNG. It will be invoked for all methods, both test and the configuration methods.

**package** TestNG;

**import** org.testng.Assert;

**import** org.testng.annotations.BeforeMethod;

**import** org.testng.annotations.BeforeSuite;

**import** org.testng.annotations.Test;

**public** **class** LoginTest {

@BeforeSuite()

**public** **void** beforesuite() {

System.***out***.println("Beforesuite method");

Assert.*assertEquals*("X", "X");

}

@BeforeMethod

**public** **void** beforMethod() {

System.***out***.println("beforMethod");

}

@Test(description = "Test for Login 1", groups = "{Login group},{Logout group}")

**public** **void** LoginTest1() {

System.***out***.println("Inside Logintest1");

}

@Test

**public** **void** LoginTest2() {

System.***out***.println("Inside Logintest2");

Assert.*assertEquals*("X", "Y");

}

@Test()

**public** **void** LoginTest3() {

System.***out***.println("Inside Logintest3");

}

**private** **int** i = 0;

@Test(invocationCount = 2, successPercentage = 50)

**public** **void** LoginTest4() {

System.***out***.println("Inside Logintest4");

// System.out.println("i = " + i);

i++;

**if** (i == 2) {

Assert.*assertEquals*(i, 10);

}

}

}

**package** TestNG;

**import** org.testng.IInvokedMethod;

**import** org.testng.IInvokedMethodListener;

**import** org.testng.ITestResult;

**public** **class** IInvokedMethodListenerExample **implements** IInvokedMethodListener{

@Override

**public** **void** beforeInvocation(IInvokedMethod method, ITestResult testResult) {

System.***out***.println("beforeInvocation");

}

@Override

**public** **void** afterInvocation(IInvokedMethod method, ITestResult testResult) {

System.***out***.println("afterInvocation");

System.***out***.println();

}

}

<?xml version=*"1.0"* encoding=*"UTF-8"*?>

<!DOCTYPE suite SYSTEM "http://testng.org/testng-1.0.dtd">

<suite name=*"Suite1"* parallel=*"methods"*>

<listeners>

<listener class-name=*"TestNG.IInvokedMethodListenerExample"*></listener>

</listeners>

<test name=*"Test\_12"*>

<classes>

<class name=*"TestNG.LoginTest"*>

<methods>

<include name=*"LoginTest1"*></include>

</methods>

</class>

</classes>

</test>

<test name=*"Test\_13"*>

<classes>

<class name=*"TestNG.LoginTest"*>

<methods>

<include name=*"LoginTest2"*></include>

<include name=*"LoginTest3"*></include>

<include name=*"LoginTest4"*></include>

</methods>

</class>

</classes>

</test>

</suite>

Output:

[RemoteTestNG] detected TestNG version 6.14.2
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===============================================

Suite1

Total tests run: 5, Failures: 2, Skips: 0

===============================================
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Define Listeners at class level

**package** TestNG;

**import** org.testng.Assert;

**import** org.testng.annotations.BeforeMethod;

**import** org.testng.annotations.BeforeSuite;

**import** org.testng.annotations.Listeners;

**import** org.testng.annotations.Test;

@Listeners({TestNG.IInvokedMethodListenerExample.**class**})

**public** **class** LoginTest {

@BeforeSuite()

**public** **void** beforesuite() {

System.***out***.println("Beforesuite method");

Assert.*assertEquals*("X", "X");

}

@BeforeMethod

**public** **void** beforMethod() {

System.***out***.println("beforMethod");

}

@Test(description = "Test for Login 1", groups = "{Login group},{Logout group}")

**public** **void** LoginTest1() {

System.***out***.println("Inside Logintest1");

}

@Test

**public** **void** LoginTest2() {

System.***out***.println("Inside Logintest2");

Assert.*assertEquals*("X", "Y");

}

@Test()

**public** **void** LoginTest3() {

System.***out***.println("Inside Logintest3");

}

**private** **int** i = 0;

@Test(invocationCount = 2, successPercentage = 50)

**public** **void** LoginTest4() {

System.***out***.println("Inside Logintest4");

// System.out.println("i = " + i);

i++;

**if** (i == 2) {

Assert.*assertEquals*(i, 10);

}

}

}

**package** TestNG;

**import** org.testng.IInvokedMethod;

**import** org.testng.IInvokedMethodListener;

**import** org.testng.ITestResult;

**public** **class** IInvokedMethodListenerExample **implements** IInvokedMethodListener{

@Override

**public** **void** beforeInvocation(IInvokedMethod method, ITestResult testResult) {

System.***out***.println("beforeInvocation");

}

@Override

**public** **void** afterInvocation(IInvokedMethod method, ITestResult testResult) {

System.***out***.println("afterInvocation");

System.***out***.println();

}

}

<?xml version=*"1.0"* encoding=*"UTF-8"*?>

<!DOCTYPE suite SYSTEM "http://testng.org/testng-1.0.dtd">

<suite name=*"Suite1"* parallel=*"methods"*>

<!-- <listeners>

<listener class-name="TestNG.IInvokedMethodListenerExample"></listener>

</listeners> -->

<test name=*"Test\_12"*>

<classes>

<class name=*"TestNG.LoginTest"*>

<methods>

<include name=*"LoginTest1"*></include>

</methods>

</class>

</classes>

</test>

<test name=*"Test\_13"*>

<classes>

<class name=*"TestNG.LoginTest"*>

<methods>

<include name=*"LoginTest2"*></include>

<include name=*"LoginTest3"*></include>

<include name=*"LoginTest4"*></include>

</methods>

</class>

</classes>

</test>

</suite>

Output:

[RemoteTestNG] detected TestNG version 6.14.2
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===============================================

Suite1

Total tests run: 5, Failures: 2, Skips: 0

===============================================
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* IHookable (This is homework)
* IReporter (This is homework)